Part 1:
Instructions
Please provide short answer explanations to the questions down below.  Include C syntax where noted.
1. Define a structure and identify its parts providing a syntax example.
2. How is a structure initialized and accessed. Please provide a syntax example.
3. Define the keyword typedef and explain how it can be used?
4. What is a union and how can it be used?
5. Explain and provide an example of a bitwise operator.
 
Part 2:
Instructions
Open your Visual Studio 2015 XenDesktop image, create a new project, and type the coding segments down below into the source file.  Run the program(s) (Debug > Start without debugging). 
1. Execute the following code and identify the errors in the program. Debug the program and provide the correct version of the code.
 [image: ]
2. Execute the following code and identify the errors in the program. Debug the program and provide the correct version of the code.
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3. Execute the following code and identify the errors in the program. Debug the program and provide the correct version of the code. Note: Be sure to check the output screen to see if the correct values are displaying according.
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4. Execute the following code and identify the errors in the program. Debug the program and provide the correct version of the code. Be sure the output looks exactly like the screen shot below.
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5. Execute the following code and identify the errors in the program. Debug the program and provide the correct version of the code.
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Submission Instructions
[bookmark: _GoBack]Upload a Microsoft Word Document with your answers to the questions in Part 1 and your written explanation of the error(s) and revised code for Part 2.  Use this naming convention to name your Word Document:
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#include <stdio.h>

// employee structure definition
struct employee

{
unsigned int age;
char_gender;
double hourlySalary;
struct employee el;
¥

int main(void)
{
// Store values in the el
el.age = 18;
el.gender = 'F';
el.hourlySalary = 11.50;

printf
printf
printf

"%s%d\n", "el age is: ", el.age);
“%s%c\n", "el gender is ", el.gender);
"%s%.2f\n", "el hourly salary is: ", el.hourlySalary);

return 0;
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int main(void)

{
struct employee empl; // define one struct employee variable
struct employee emp2;

// place strings into empl
empl.age = 20;

emp1.hourlySalary = 25;
// emp2

emp2.age = 25;
emp2.hourlySalary = 15;

if (empl > emp2)

{

printf("\nempl salary is greater than emp2\n\n");
¥
return 0;
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#include <stdio.h>

// employee structure definition
struct employee

{
unsigned int age;
double hourlySalary;
¥

#include <stdio.h>

// number union definition
union number

{
int x;
double y;
¥

int main(void)

{

union number value;
value.x = 100;

printf("x is %d\n", value.x);
printf("y is %.2f\n", value.y);

return 0;
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#include <stdio.h>
// days enumeration
enum days
R
MON = @, TUE, WED, THU, FRI, SAT, SUN
A
int main(void)

{

const char *dayName[] = { "Monday", "Tuesday", “Wednesday", "Thursday", “Friday", "Saturday”, "Sunday" };

for (enum days day = MON; day <= SUN; day++)

{

printf("%2d%11s\n", day, dayName[day]);
¥
return 0;
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#include <stdio.h>

// days enumeration
enum days

{
MON = 1, TUE, WED, THU, FRI, SAT, SUN
¥

int main(void)

{

const char *dayName[] = { "Monday", "Tuesda

, "Thursday”, "Friday"

aturday”, “"Sunday" };

for (enum days day = MON; day <= SUN; day++)

{

printf("%2d%11s\n", day, dayName[day]);
¥
return 0;




